**Практическая работа №1**

**По дисциплине «Системное программное обеспечение»**

**На тему «Использование командной строки Linux»**

**Цель работы:**

Получить навыки по работе с командной строкой операционной системы Linux при помощи дистрибутива Debian 10.

**Часть 1. Основные команды командной строки**

1. Используя VirtualBox создать виртуальную машину с Debian 10;
2. Познакомиться с базовыми командами работы с файловой системой:

* cd – команда для смены директории, работа с абсолютными и относительными путями;
* pwd – команда отображения текущего каталога;
* ls – команда просмотра содержимого директории, разобраться с флагами –a, -l;
* mkdir – команда создания директорий;
* touch – команда созданий файла;
* echo – команда вывода данных в консоль, перенаправление потока вывода в файл при помощи > и >>;
* cat – команда вывода данных из файла;
  + Вывод текста из файла

cat filename

* + Ввод текста в файл

cat > test

text

test

123

Ctrl + D

* + Ввод многострочного текста в файл

cat << EOF >> test

test123

EOF

* rm и rmdir – команды удаления файлов и каталогов;
* mv – команда перемещения файлов и каталогов;
* cp – команда копирования файлов и каталогов;
* find – поиск файлов;
* more, less, head, tail для вывода информации из файла.

1. Познакомиться с командами управления правами

* Команда chmod

**chmod [опции] <права> </путь/к/файлу>**

Есть три основных вида прав:

**r - чтение;**

**w - запись;**

**x - выполнение;**

**s - выполнение от имени суперпользователя (дополнительный);**

Также есть три категории пользователей, для которых вы можете установить эти права на файл linux:

**u - владелец файла;**

**g - группа файла;**

**o - все остальные пользователи.**

Синтаксис настройки прав такой:

группа\_пользователейдействиевид\_прав

В качестве действий могут использоваться знаки "+" - включить или "-" - отключить. Рассмотрим несколько примеров:

u+x - разрешить выполнение для владельца;

ugo+x - разрешить выполнение для всех;

ug+w - разрешить запись для владельца и группы;

o-x - запретить выполнение для остальных пользователей;

ugo+rwx - разрешить все для всех;

Но права можно записывать не только таким способом. Есть еще восьмеричный формат записи, он более сложен для понимания, но пишется короче и проще.

0 - никаких прав;

1 - только выполнение;

2 - только запись;

3 - выполнение и запись;

4 - только чтение;

5 - чтение и выполнение;

6 - чтение и запись;

7 - чтение запись и выполнение.

Права на папку linux такие же, как и для файла. Во время установки прав сначала укажите цифру прав для владельца, затем для группы, а потом для остальных. Например:

744 - разрешить все для владельца, а остальным только чтение;

755 - все для владельца, остальным только чтение и выполнение;

764 - все для владельца, чтение и запись для группы, и только чтение для остальных;

777 - всем разрешено все.

Каждая из цифр не зависит от предыдущих, вы вбираете именно то, что вам нужно. Теперь давайте рассмотрим несколько опций команды, которые нам понадобятся во время работы:

-c - выводить информацию обо всех изменениях;

-f - не выводить сообщения об ошибках;

-v - выводить максимум информации;

--preserve-root - не выполнять рекурсивные операции для корня "/";

--reference - взять маску прав из указанного файла;

-R - включить поддержку рекурсии;

--version - вывести версию утилиты.

* Команда chown

**chown <пользователь> [опции] </путь/к/файлу>**

В поле пользователь надо указать пользователя, которому мы хотим передать файл. Также можно указать через двоеточие группу, например, **пользователь:группа**. Тогда изменится не только пользователь, но и группа. Вот основные опции, которые могут вам понадобиться:

-c, --changes - подробный вывод всех выполняемых изменений;

-f, --silent, --quiet - минимум информации, скрыть сообщения об ошибках;

--dereference - изменять права для файла к которому ведет символическая ссылка вместо самой ссылки (поведение по умолчанию);

-h, --no-dereference - изменять права символических ссылок и не трогать файлы, к которым они ведут;

--from - изменять пользователя только для тех файлов, владельцем которых является указанный пользователь и группа;

-R, --recursive - рекурсивная обработка всех подкаталогов;

-H - если передана символическая ссылка на директорию - перейти по ней;

-L - переходить по всем символическим ссылкам на директории;

-P - не переходить по символическим ссылкам на директории (по умолчанию).

1. Перенаправление потока вывода

Как было сказано выше, существует возможность перенаправить вывод команды из консоли в файл при помощи следующих команд:

* > - перезапись файла;
* >> - добавление в файл.

Существует также вариант перенаправления вывода на ввод другой команде.

**| -** данный символ как раз позволяет это сделать.

Пример:

![](data:image/png;base64,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)

Команда **grep** позволяет выводить только те строки, в которых было найдено совпадение с заданным шаблоном. В данном случае при помощи команды **ls -al** был получен список всех файлов из директории /etc, который затем был отфильтрован по присутствию в них строки **sub**.

**Часть 2. Анализ текста**

Данная часть практической работы посвящена разбору и анализу текста при помощи командной строки linux.

Для этого возможно использовать команды **sed** и **awk** а также регулярные выражения.

Предлагается ознакомиться с данными темами по следующим ссылкам:

**sed**: <https://habr.com/ru/company/ruvds/blog/327530/>

**awk**: <https://habr.com/ru/company/ruvds/blog/327754/>

**регулярные выражения**: <https://habr.com/ru/company/ruvds/blog/327896/>

После ознакомлениями необходимо выполнить следующие задания:

* Удалить n-ую строку.
* Удалить все пустые строки.
* Удалить все строки до первой пустой строки, включительно.
* Вывести строки, содержащие определенное слово.
* В каждой строке, заменить первое встретившееся слово "Windows" на слово "Linux".
* В каждой строке, заменить одно слово на другое по всему тексту.
* Удалить все пробелы в конце каждой строки.
* Заменить все последовательности ведущих нулей одним символом "0".
* Удалить все строки, содержащие определенное слово.
* Удалить все найденные вхождения выбранного слова, оставляя остальную часть строки без изменений.

**Часть 3. Bash-скрипты**

Данная часть работы посвящена написанию bash-скриптов.

По сути своей Bash-скрипты представляют из себя ни что иное как последовательность команд командной строки, объединенных в один файл для решения какой-либо задачи

Любой скрипт начитается с так называемой шебанг строки, которая указывает на расположение исполняемого файла той оболочки, для которой мы хотим написать скрипт. В нашем случае это bash, следовательно данная строка будет выглядеть следующим образом:

**#!/bin/bash**

После чего уже следует непосредственно сам скрипт.

Символом решетки в bash-скриптах обозначаются комментарии.

Напишем самый базовый скрипт, который просто будет выводить текущий каталог. Создадим файл **myscript** и запишем в него следующий код.

#!/bin/bash

*# This is a comment*

pwd

Запуск скриптов из командной строки осуществляется следующим образом. В директории с файлом скрипта необходимо написать следующую команду **./myscript**.

Однако просто так этого сделать не получится, система выдаст ошибку, необходимо выдать этому файлу права на выполнение.

chmod +x ./myscript

После чего скрипт может быть запущен.

Для вывода текста в скриптах можно воспользоваться уже известной командой **echo**.

**Переменные**

Как и любой другой язык bash обладает возможностью создания переменных.

Переменные бывают как пользовательскими, создаваемыми при работе скрипта, так и переменными среды, созданными для хранения параметров ОС.

Для обращения к переменным среды следует использовать следующую конструкцию: **$ИМЯ\_ПЕРЕМЕННОЙ.**

К примеру, выведем в сообщении путь к домашней директории текущего пользователя.

#!/bin/bash

*# display user home*

echo "Home for the current user is: $HOME"

Заметьте, что строковый литерал – двойные кавычки – никак не повлиял на распознавание переменной среды.

Пользовательские переменные в bash-скриптах имеют динамический тип. Вот пример их задания с последующим выводом.

#!/bin/bash

*# testing variables*

grade=5

person="Adam"

echo "$person is a good boy, he is in grade $grade"

В данном случае было создано 2 переменные: **grade** и **person**.

**Подстановка команд**

Одна из самых полезных возможностей bash-скриптов — это возможность извлекать информацию из вывода команд и назначать её переменным, что позволяет использовать эту информацию где угодно в файле сценария.

Сделать это можно двумя способами.

* С помощью значка обратного апострофа «`»
* С помощью конструкции $()

Используя первый подход, проследите за тем, чтобы вместо обратного апострофа не ввести одиночную кавычку. Команду нужно заключить в два таких значка:

mydir=`pwd`

При втором подходе то же самое записывают так:

mydir=$(pwd)

А скрипт, в итоге, может выглядеть так:

#!/bin/bash

mydir=$(pwd)

echo $mydir

В ходе его работы вывод команды pwd будет сохранён в переменной mydir, содержимое которой, с помощью команды echo, попадёт в консоль.

**Математические операции**

Для выполнения математических операций в файле скрипта можно использовать конструкцию вида **$(( a + b ))**:

#!/bin/bash

var1=$(( 5 + 5 ))

echo $var1

var2=$(( $var1 \* 2 ))

echo $var2

var3=$(( $var2 / 4 ))

echo $var3

var4=$(( $var3 % 5 ))

echo $var4

var5=$(( $var4 \*\* 2 ))

echo $var5

**Управляющая конструкция if-then-else**

Для управления потоком исполнения команд в bash-скриптах можно использовать управляющую конструкцию if-then-else. Работает она как во всех языках программирования, однако имеет свои особенности. Вот её подробный синтаксис:

if команда1

then

команды

elif команда2

then

команды

else

команды

fi

В отличии от большинства известных вам на данный момент языков bash-скрипты обладают возможностью задать дополнительные условия в конструкции **if-else** при помощи ключевого слова **elif**. Пример скрипта с **if-then-else**.

#!/bin/bash

user=anotherUser

if grep $user /etc/passwd

then

echo "The user $user Exists"

else

echo "The user $user doesn’t exist"

fi

Пример скрипта с **elif**.

#!/bin/bash

user=anotherUser

if grep $user /etc/passwd

then

echo "The user $user Exists"

elif ls /home

then echo "The user doesn’t exist but anyway there is a directory under /home"

fi

Команда grep используется для поиска информации о пользователе, чье имя записано в переменной **user**, в файле /etc/passwd, который содержит информацию обо всех пользователях в системе.

**Сравнение чисел**

В отличии от привычных операций сравнения в языках программирования bash-скрипты обладают специфическим синтаксисом операций сравнения. Например, дл  
я чисел применяются следующие операции:

* n1 -eq n2 – Возвращает истинное значение, если n1 равно n2.
* n1 -ge n2 – Возвращает истинное значение, если n1больше или равно n2.
* n1 -gt n2 – Возвращает истинное значение, если n1 больше n2.
* n1 -le n2 – Возвращает истинное значение, если n1меньше или равно n2.
* n1 -lt n2 – Возвращает истинное значение, если n1 меньше n2.
* n1 -ne n2 – Возвращает истинное значение, если n1не равно n2.

При использовании подобных операций выражения необходимо заключать в квадратные скобки, например:

#!/bin/bash

val1=6

if [ $val1 -gt 5 ]

then

echo "The test value $val1 is greater than 5"

else

echo "The test value $val1 is not greater than 5"

fi

**Сравнение строк**

Для сравнения строк используются чуть более привычные операторы, однако и они не лишены новшеств.

* str1 = str2 – Проверяет строки на равенство, возвращает истину, если строки идентичны.
* str1 != str2 – Возвращает истину, если строки не идентичны.
* str1 < str2 – Возвращает истину, если str1меньше, чем str2.
* str1 > str2 – Возвращает истину, если str1больше, чем str2.
* -n str1 – Возвращает истину, если длина str1больше нуля.
* -z str1 – Возвращает истину, если длина str1равна нулю.

Пример сравнения строк

#!/bin/bash

user ="likegeeks"

if [$user = $USER]

then

echo "The user $user  is the current logged in user"

fi

При работе с операторами < и > есть несколько особенностей, которые стоит учитывать. Во-первых, их необходимо экранировать при помощи символа \. Во-вторых, необходимо заключать имена переменных в двойные кавычки "$val2". Приведем пример работы с подобным оператором.

#!/bin/bash

val1=text

val2="another text"

if [ "$val1" \> "$val2" ]

then

echo "$val1 is greater than $val2"

else

echo "$val1 is less than $val2"

fi

**Проверки файлов**

Наиболее используемыми командами для bash скриптов являются команды проверки файлов.

-d file – Проверяет, существует ли файл, и является ли он директорией.

-e file – Проверяет, существует ли файл.

-f file – Проверяет, существует ли файл, и является ли он файлом.

-r file – Проверяет, существует ли файл, и доступен ли он для чтения.

-s file – Проверяет, существует ли файл, и не является ли он пустым.

-w file – Проверяет, существует ли файл, и доступен ли он для записи.

-x file – Проверяет, существует ли файл, и является ли он исполняемым.

file1 -nt file2 – Проверяет, новее ли file1, чем file2.

file1 -ot file2 – Проверяет, старше ли file1, чем file2.

-O file – Проверяет, существует ли файл, и является ли его владельцем текущий пользователь.

-G file – Проверяет, существует ли файл, и соответствует ли его идентификатор группы идентификатору группы текущего пользователя.

Пример скрипта, в котором используются эти команды.

#!/bin/bash

mydir=/home/likegeeks

if [ -d $mydir ]

then

echo "The $mydir directory exists"

cd $mydir

ls

else

echo "The $mydir directory does not exist"

fi

**Операторы цикла**

Bash-скрипты поддерживают несколько вариантов циклов для перебора последовательностей значений. В число этих циклов входят:

* for;
* while.

Для начала рассмотрим цикл **for**. Базовая структура такого цикла выглядит следующим образом.

for var in list

do

команды

done

Самый простой пример – перебор списка простых значений.

#!/bin/bash

for var in first second third fourth fifth

do

echo The $var item

done

Для перебора сложных значений необходимо заключать это значения в строковые литералы – двойные кавычки, к примеру:

#!/bin/bash

for var in first "the second" "the third" "I’ll do it"

do

echo "This is: $var"

done

Список для цикла for может быть получен из результата выполнения какой-либо команды, полученного при помощи рассмотренной ранее подстановки команд. Как пример – перебор вывода команды cat.

#!/bin/bash

file="myfile"

for var in $(cat $file)

do

echo " $var"

done

Однако проблема такого вывода в том, что файл будет обрабатываться по словам, а не по строкам, как того хотелось бы.

Это связано с тем, что оболочка bash считает разделителем строки следующий набор символов:

* Пробел;
* Знак табуляции;
* Знак перевода строки.

Для того, чтобы задать разделитель необходимо использовать переменную окружения IFS (Internal Field Separator). Пример того, как можно выполнить итерацию лишь по строкам файла.

#!/bin/bash

file="/etc/passwd"

IFS=$'\n'

for var in $(cat $file)

do

echo " $var"

done

По мере работы скрипта возможно изменение переменной IFS, так что она может задаваться в зависимости от контекста.

Для обхода файлов, находящихся в директориях, также используется цикл for. Вот пример такого обхода с выводом списка файлов и директорий.

#!/bin/bash

for file in /home/<username>/\*

do

if [ -d "$file" ]

then

echo "$file is a directory"

elif [ -f "$file" ]

then

echo "$file is a file"

fi

done

Как можно видеть из примера для обхода файлов можно использовать следующий путь, который подразумевает сбор всех файлов и директорий - **/home/<username>/\***

Вторая разновидность циклов – цикл while.

while команда проверки условия

do

другие команды

done

Пример скрипта с таким циклом.

#!/bin/bash

var1=5

while [ $var1 -gt 0 ]

do

echo $var1 var1=$[ $var1 - 1 ]

done

Для управления циклами также могут применяться привычные команды операторы **break** и **continue**.

Результат работы цикла также могут быть выведены в файл при помощи перенаправления вывода. Вот пример такого скрипта.

#!/bin/bash

for (( a = 1; a < 10; a++ ))

do

echo "Number is $a"

done > myfile.txt

echo "finished."

Более подробно с написанием скриптов можно ознакомиться по следующим ссылкам:

* <https://habrahabr.ru/company/ruvds/blog/325522/>
* <https://habr.com/ru/company/ruvds/blog/325928/>

Варианты для выполнения.

Данные хранятся в файле MOCK\_DATA.csv. Вывод результатов необходимо производить в файл. Вывод должен содержать номер строки, а также найденное значение.

|  |  |
| --- | --- |
| **№** | **Задание** |
| 1 | Найти все строки, в которых ip имеет в третьем октете значение 31 |
| 2 | Найти все строки, в которых URL содержит в себе домен uk |
| 3 | Найти все строки, в которых содержатся файлы с расширением mov |
| 4 | Найти все строки, в которых email адрес имеет домен amazon |
| 5 | Найти все строки, в которых ip имеет во втором октете значение 141 |
| 6 | Найти все строки, в которых URL содержит в себе домен edu |
| 7 | Найти все строки, в которых содержатся файлы с расширением txt |
| 8 | Найти все строки, в которых email адрес имеет домен yahoo |
| 9 | Найти все строки, в которых ip имеет в четвертом октете значение 95 |
| 10 | Найти все строки, в которых URL ссылается на файл с уровнем вложенности 3 (пример: https://wiki.com/assets/images/image.jpg) |
| 11 | Найти все строки, в которых содержатся файлы с расширением mpeg |
| 12 | Найти все строки, в которых email адрес содержит число вида 9X |
| 13 | Найти все строки, в которых ip имеет в первом октете значение 46 |
| 14 | Найти все строки, в которых URL ссылается на файл с уровнем вложенности 4 (пример: https://wiki.com/assets/images/jpg/image.jpg) |
| 15 | Найти все строки, в которых содержатся файлы с расширением gif |
| 16 | Найти все строки, в которых email адрес содержит число 0 |

**Отчет**

В результате выполнения всех заданий в отчет необходимо включить следующее:

1. Титульный лист;
2. Задание;
3. Выполнение заданий;
   1. Часть 1. Скриншоты выполнения команд с небольшим описанием выполнения.
   2. Часть 2. Скриншоты выполненных заданий, а также команды для их выполнения.
   3. Часть 3. Результат выполнения bash-скрипта, а также текст самого скрипта.
4. Небольшой вывод по проделанной работе.